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Abstract

The ongoing research project "Japanese Visual Media Graph" strives to create a knowledge graph for the domain of Japanese visual media, especially manga, anime and computer games, by cooperating with fan communities on the web to re-use their curated data [1,2]. Data is collected from multiple sources and converted into the RDF format. This allows for an iterative approach to integrating and merging the information into the final knowledge graph, while preserving provenance information [3]. The resulting graph can be queried using SPARQL, but is also published as Linked Open Data using the domain mediagraph.link.

Most RDF triple stores, especially commercial solutions, come with a simple web frontend. As an open-source alternative, there is the “Pubby” frontend, which was developed in the D2ME side-project of the Europeana initiative [4]. This software is quite versatile and functional, but it is developed as a Java Web Application and needs the corresponding infrastructure to be run. Other examples would be LodView[5], another Java web application or Cliopatra[6], which uses Prolog.

The current JVMG graph has many nodes describing abstract concepts, for example works of media, visual characters or content descriptors that have outgoing links to each instance of the concept. These can in some cases exceed 100,000 links, and the corresponding web pages are extremely slow or time out in all the software solutions we tested. Thus, a new web frontend was developed as part of the project, using the Python programming language and the Django web application framework. Unlike the Java software stack, the lightweight framework allowed for rapid prototyping and easy debugging.

In order to have fast label lookups, our approach creates a single SPARQL query that retrieves all relevant data for a given URI and the corresponding labels. This minimizes the amount of connections to the database and allows the database to use its internal structures (e.g. indexes and caches) to speed up query processing. Python code then generates a basic HTML view that can be further styled using CSS. It is a rather small codebase that – besides the Django framework – mainly relies on the SPARQLWrapper and RDFlib modules. The response times for entity pages with many links are several orders of magnitude faster than the prior “Pubby” installation.

As the code base is very compact and easy to understand, extended functionality can easily be added. Correspondingly, the HTML view has evolved quite a bit and now includes
- multiple CSS variants, including a “dark mode”
- provenance information on every statement to indicate the data source
- settings to limit the labels to one or more languages
- interactively expandable attribute sections that limit the number of values by default to keep the view compact
filters to hide information contained in specific subsets of the data (separate graphs in the triple store)

The framework allows for the development of plug-in-like expansions that add new functionality to the server. As an example, we implemented a correlation analysis that uses the current page as a starting point. Another expansion is a configuration interface to define search indexes based on the RDF classes in the triple store. Admins can select the attributes and the indexing method, and this configuration data is then used to export the needed information as XML and feed it to an Elasticsearch instance. User-facing search interfaces can then be created automatically using the index configuration.

All software is available as open source and makes no assumptions on the data model that is the basis for the RDF data. It is also independent of the triple store software and uses nothing but the SPARQL interface. We consider it applicable for any research project that plans to make their data available as Linked Open Data and need a lightweight and fast web interface.

Current development is focussed on making the advanced search configuration process easier. We are also working on a more user-accessible start page.
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